Abstract - Blockchain is an emerging technology for decentralized and transactional data sharing across a large network of untrusted participants. It enables new forms of distributed software architectures, where components can find agreements on their shared states without trusting a central integration point or any particular participating components. Considering the blockchain as a software connector helps make explicitly important architectural considerations on the resulting performance and quality attributes (for example, security, privacy, scalability and sustainability) of the system.

I. INTRODUCTION

In today’s -Based on our experience in several projects using blockchain, in this paper we provide rationales to support the architectural decision on whether to employ a decentralized blockchain as opposed to other software solutions, like traditional shared data storage. Additionally, we explore specific implications of using the blockchain as a software connector including design trade-offs regarding quality attributes.

Blockchain—a peer-to-peer network that sits on top of the internet—was introduced in October 2008 as part of a proposal for bitcoin, a virtual currency system that eschewed a central authority for issuing currency, transferring ownership, and confirming transactions. Bitcoin is the first application of blockchain technology.

In a blockchain system, the ledger is replicated in a large number of identical databases, each hosted and maintained by an interested party. When changes are entered in one copy, all the other copies are simultaneously updated. So as transactions occur, records of the value and assets exchanged are permanently entered in all ledgers. There is no need for third-party intermediaries to verify or transfer ownership. If a block transaction took place on a blockchain-based system, it would be settled within seconds, securely and verifiably. (The infamous hacks that have hit bitcoin exchanges exposed weaknesses not in the blockchain itself but in separate systems linked to parties using the blockchain.)(1)

The blockchain data structure is a timestamped list of blocks, which records and aggregates data about transactions that have ever occurred within the blockchain network.

The first generation of blockchain is a public ledger for monetary transactions with very limited capability to support programmable transactions. The second generation of blockchain became a generally programmable infrastructure with a public ledger that records computational results. Ability to support programmable transactions.

The blockchain is a public ledger maintained by all the nodes within the cryptocurrency network. The blockchain stores all the transactions that have ever occurred in the cryptocurrency system. Later, the concept was generalized to a distributed ledger that exploits the blockchain to verify and store transactions without needing cryptocurrency or tokens.

The blockchain network does not rely on any central trusted authority, which has the power to control the system, like traditionally centralized banking and payment systems.

We use blockchain to refer to the data structure replicated on the nodes and blockchain network to refer to the infrastructure composed of a decentralized peer-to-peer network of nodes.

Blocks and transactions are the two essential elements making up the blockchain. Blocks are the containers aggregating transactions. Every block is identifiable, and linked back to its previous block in the chain.

Transactions represent state transitions with ownership information, which could include new data records and transfer of control among participants.

The blockchain is a complex, network-based software connector, which provides communication, coordination (through transactions, smart contracts and validation oracles) and facilitation services. Additionally, a blockchain-based system can maintain a unique chain to record all types of transactions together or maintain multiple chains to isolate information of separate parties or of
separate concerns, for example, using one chain to store transactions, and using a separate chain to store access control information. On the blockchain, there is a data set registry implemented as a smart contract, which stores all the data sets registered on the platform and allows data owners to register a new data set on the blockchain. The blockchain provides communication and coordination services through transactions, validation oracles and smart contracts, and specific facilitation services, including permission management, cryptography-based secure payment, transaction validation, mining and incentives.

II. HOW BLOCKCHAIN WORKS

Here are five basic principles underlying the technology.

1- DISTRIBUTED DATABASE

Each party on a blockchain has access to the entire database and its complete history. No single party controls the data or the information. Every party can verify the records of its transaction partners directly, without an intermediary.

2- PEER-TO-PEER TRANSMISSION

Communication occurs directly between peers instead of through a central node. Each node stores and forwards information to all other nodes.

3- TRANSPARENCY WITH PSEUDONYMITY

Every transaction and its associated value are visible to anyone with access to the system. Each node, or user, on a blockchain has a unique 30-plus-character alphanumeric address that identifies it. Users can choose to remain anonymous or provide proof of their identity to others. Transactions occur between blockchain addresses.

4- IRREVERSIBILITY OF RECORDS

Once a transaction is entered in the database and the accounts are updated, the records cannot be altered, because they’re linked to every transaction record that came before them (hence the term “chain”). Various computational algorithms and approaches are deployed to ensure that the recording on the database is permanent, chronologically ordered, and available to all others on the network.

5- COMPUTATIONAL LOGIC

The digital nature of the ledger means that blockchain transactions can be tied to computational logic and in essence programmed. So users can set up algorithms and rules that automatically trigger transactions between nodes.[5]

III. Using Blockchain to Protect Personal Data

We describe a decentralized personal data management system that ensures users own and control their data. We implement a protocol that turns a blockchain into an automated access-control manager that does not require trust in a third party. We address the privacy concerns users face when using third-party services. We focus specifically on mobile platforms, where services deploy applications for users to install. These applications constantly collect high-resolution personal data of which the user has no specific knowledge or control.

In light of this, our system protects against the following common privacy issues:

Data Ownership. Our framework focuses on ensuring that users own and control their personal data. As such, the system recognizes the users as the owners of the data and the services as guests with delegated permissions.

Data Transparency and Auditability. Each user has complete transparency over what data is being collected about her and how they are accessed.

Fine-grained Access Control. One major concern with mobile applications is that users are required to grant a set of permissions upon sign-up. These permissions are granted indefinitely and the only way to alter the agreement is by opting-out. Instead, in our framework, at any given time the user may alter the set of permissions and revoke access to previously collected data.

As illustrated in Figure 1, the three entities comprising our system are mobile phone users, services, and nodes. The system itself is designed as follows. The blockchain accepts two new types of transactions: T (access), used for access control management; and T (data), for data storage and retrieval. These network operations could be easily integrated into a mobile software development kit (SDK) that services can use in their development process. To illustrate, consider the following example: a user installs an application that uses our platform for preserving her privacy. As the user signs up for the first time, a new shared (user, service) identity is generated and sent, along with the associated permissions, to the blockchain in a T (access) transaction. Data collected on the phone (e.g., sensor data such as location) is encrypted using a shared encryption key and sent to the blockchain in a T (data) transaction which subsequently routes it to an off-blockchain key-val-
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Hyperledger Fabric (github.com/hyperledger/fabric/wiki/Fabric-Releases). Some key features of the current fabric release are:

- A permissioned blockchain with immediate finality;
- Runs arbitrary smart contracts (called chaincode) implemented in Go (golang.org);
- User-defined chaincode is encapsulated in a Docker container;
- System chaincode runs in the same process as the peer;
- Consensus protocol is pluggable, currently an implementation of Byzantine fault-tolerant consensus using the PBFT protocol is supported, a prototype of SIEVE [6] to address nondeterministic chaincode is available, and a protocol stub (named NOOPS) serves for development on a single node;
- Security support through certificate authorities (CAs) for TLS certificates, enrollment certificates, and transaction certificates;
advantage, earning less than their fair share. Miners are therefore incentivized to coalesce into larger and larger pools, and thereby pose a centralization threat.[4]

And of course, larger blocks typically require more resources, effectively cutting certain kinds of peers out of the network. Since the Bitcoin network is quite bursty, and at the network level, operates by lying idle for long periods of time, punctuated with sudden waves when a block has to be propagated throughout the globe, well-provisioned nodes are a necessity. And certain geographic regions may be at a permanent disadvantage.

The scalability debate has revolved around these issues, and has been caught in a morass, as these concerns are genuine and the tradeoffs difficult to resolve. And even if a compromise is found, the tradeoffs involved mean that the throughput gains will be modest. Under the currently prominent proposals, Bitcoin does not become competitive with today’s VISA throughput for decades. The block-size/block-interval parameter adjustment is a difficult line to toe, as is clear from the tenor of the scalability debate.

Specifically, Bitcoin-NG chooses a leader at the beginning of an epoch, and she is in charge of serializing transactions until the next leader is chosen. NG maintains the overall blockchain structure, but has two types of blocks: key-blocks and microblocks. Key-blocks are used for leader election. They are generated by mining with Proof of Work, as in Bitcoin, and they occur at 10 minute intervals on average, as in Bitcoin; in fact, they are identical, in format, to Bitcoin blocks, except for a small twist on the coinbase transaction, explained below. Every key-block initiates a new epoch. Microblocks contain transactions; they are generated by the epoch leader; they contain no proof of work, and are signed with the leader’s private key.

In a Bitcoin block, the first transaction, called the coinbase, rewards the miner for having solved a cryptopuzzle and thus for having contributed a block to the blockchain. All of the transactions are part of the same block and are contributed en masse. In between blocks, the traditional Bitcoin system appears idle to an onlooker, as miners are working to discover the next block, but without apparent progress on the consensus front. In contrast, in Bitcoin-NG, the key-blocks can be tiny because they need contain only the coinbase transaction, which names the public key that the miner will be using to sign microblocks. Because a key-block requires proof of work, competing miners cannot just manufacture one and usurp the leadership at will. Following the key-block, the lead miner can quickly issue microblocks, simply by signing them with the private key corresponding to the public key named in the key-block’s coinbase. [4]
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